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ABSTRACT

Internet computing is a decentralized computing platform intended to enhance the capability of the web
beyond traditional client-server architectures. The Internet computer enables developers to develop and share
decentralized applications (dApps) by using a public blockchain that is available to everyone with an
Internet connection. The process of establishing a dApp on an internet computer is presented. The installation
of the Canister SDK, the development and deployment of the dApp on a local server, the purchase of cycles,
and the public distribution of the dApp on the blockchain are explored and presented. The document also
provides a command-line guide for using dfx, a versatile tool included in DFINITY that can be used to build
and maintain dApps on the Internet computer platform.

Keywords—Blockchain; Internet Computer; Decentralized Applications; Canister SDK; Motoko
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I. INTRODUCTION

Blockchain technology has transformed the way we view and use digital currencies. One of the most
exciting new entrants in the blockchain space is the DFINITY blockchain. DFINITY is a decentralized
computing network that aims to revolutionize the way we build and run applications. The network uses a
unique consensus mechanism called "Threshold Relay" that ensures fast finality and high security. DFINITY
is built on the concept of "Internet Computer" which allows developers to build and deploy decentralized
applications without relying on centralized infrastructure. The network is powered by a revolutionary new
programming language called "Motoko," which simplifies the development of smart contracts and
decentralized applications. In addition, DFINITY uses a unique canister-based architecture that allows
developers to deploy their code as standalone units that can interact with other canisters on the network. One
of the most important features of DFINITY is its consensus mechanism, the "Threshold Relay." This
consensus mechanism allows DFINITY to achieve fast finality and high security without sacrificing
scalability. Unlike other consensus mechanisms like proof-of-work and proof-of-stake, threshold relay does
not rely on a fixed set of validators. Instead, validators are selected randomly from a large pool of potential
validators. This ensures that the network is not vulnerable to attacks from a small group of validators. Another



important aspect of DFINITY is its focus on building a truly decentralized network. Unlike other blockchain
networks that rely on a small group of node operators to secure the network, DFINITY is designed to be fully
decentralized. This means that anyone can run a node and participate in the consensus process. In addition,
DFINITY has a unique governance model that allows token holders to vote on network upgrades and changes.

The DFINITY blockchain is an exciting new entrant in the blockchain space that has the potential to
revolutionize the way we build and run decentralized applications. The network's unique consensus
mechanism, canister-based architecture, and focus on decentralization make it a compelling option for
developers looking to build on a truly decentralized network. As the network continues to grow and mature, it
will be interesting to see how it stacks up against other blockchain networks and whether it can achieve its
goal of becoming the "Internet Computer" of the future.

II. LITERATURE

Blockchain is a distributed ledger technology that has gained a lot of attention due to its ability to
ensure transparency and reduce fraud in various sectors. It stores transactions in a secure and transparent
manner, making it difficult to manipulate or corrupt. Immutability, transparency, and decentralization features
of blockchain have made it a promising technology for reducing fraud and enhancing transparency in various
industries.

A. Blockchain for Transparency and Fraud Reduction

Blockchain technology has the potential to significantly reduce fraud and enhance transparency in
various industries. In the financial industry, blockchain technology can reduce fraud by providing a
tamper-proof record of all financial transactions. This can reduce the need for intermediaries, such as banks,
and enable faster and more secure transactions. Several studies have shown that blockchain technology can
improve financial systems' efficiency, security, and transparency (Kshetri, 2018 [13]; Crosby et al., 2016

[12]).

In the healthcare industry, blockchain technology can ensure the transparency and security of patient
data. Blockchain can ensure that patient data is secure and can only be accessed by authorized personnel.
Blockchain can also ensure the accuracy of medical records by providing an immutable record of all medical
transactions. Several studies have shown that blockchain technology can improve healthcare systems'
efficiency, security, and transparency (Pilkington, 2016 [26]; Radanovic et al., 2018 [27]).

Blockchain technology in the supply chain industry ensures all transactions in the supply chain are
transparent and secure, reducing the possibility of fraud. This can help to ensure that products are authentic
and of high quality. Several studies have shown that blockchain technology can improve the efficiency,
security, and transparency of supply chain systems (Zheng et al., 2017 [14]; Xu et al., 2018 [11]).

Smart contracts, which are self-executing contracts with the terms of the agreement between buyer and
seller being directly written into lines of code, can further enhance transparency and reduce fraud using
blockchain. Smart contracts can help to ensure that all parties involved in a transaction fulfill their obligations,
reducing the possibility of fraud. Several studies have shown that smart contracts can improve various
blockchain systems' efficiency, security, and transparency (Buterin, 2014 [23]; Domingo-Ferrer et al., 2018

[24]).

The use of blockchain technology has the potential to greatly reduce fraud and increase transparency
across a range of businesses such as financial, healthcare, smart contracts and supply chain sectors due to its
fundamental characteristics of immutability, transparency, and decentralization.

ITII. PROPOSED WORK

A. Architecture
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Figure 1: Internet Computer Architecture

Creating a dApp on the Internet Computer, a canister smart contract containing Web Assembly code
and configuration is required.

Canister modules are created using Motoko language and SDK. Deployed using HTTPS interface.
Users interact with the canister via System API. System API allows them to read from and write to the
canister's state, among other things. In addition, users can issue read-only queries for faster results, but they
won't be able to modify the canister's state.
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Figure 2 : A Typical use of Internet Computer

B. Peer to peer layer

The peer-to-peer layer (P2P) of the Internet Computer enables secure and reliable communication of
network messages (artifacts) between the nodes of a subnet. Artifacts include network messages that need to
be broadcasted in the subnet, such as input to canister smart contracts submitted by users or
protocol-originating messages like blocks produced by the consensus layer. P2P guarantees the eventual
broadcast delivery of an artifact to all nodes requiring it to progress, making it the communication fabric for
the IC protocol stack. Gossip protocol is the basic principle behind P2P communication networks. Every node
in the subnet is connected to a subset of other nodes, and whenever a node receives or generates an artifact, it
gossips it to all its peers. This ensures that every artifact eventually propagates through the whole subnet.
Figure 3 presents peer to peer layer
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Figure 3: Peer-to-peer layer

Adverts are used to mitigate duplication of delivered artifacts. Instead of sending the artifact to all
peers, nodes send adverts to artifacts containing the hash of the artifact and some additional metadata. After
receiving an advert, a node may request the corresponding artifact from one or more of its peers who sent it an
advert for that artifact.

Prioritization of artifacts is important to ensure that the protocol can always make progress and not be
starved of network bandwidth by "less important" traffic. This principle is well known from traditional
networking and applies equally well to a blockchain system.
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Figure 4: P2P Architecture

Figure 4 presents P2P architecture. To prevent DOS attacks, nodes only request and accept connections
with nodes in the same subnet. Subnet membership is managed by the Network Nervous System (NNS). P2P
guarantees that all the communication between two nodes is encrypted and authenticated using TLS thanks to
the information stored in the NNS canisters.



Consensus Handles Artifact Pool Changes
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Figure 5: Consensus handles Artifact pool changes

Figure 5, presents consensus handles artifacts pool changes. Asynchronous communication network

assumption is used for the IC's communication and consensus layers as it reflects the properties of real-world
networks.
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Figure 6: GOSSIP Data Structure at a Node

Figure 6 presents GOSSIP data structure at a Node. The P2P layer is used by the consensus layer to
broadcast artifacts to the nodes in the subnet, and it is the communication fabric for the IC protocol stack.

C. Canister Architecture
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Figure 7: Canister



Figure 7 presents a canister. In the context of the Internet Computer Protocol (ICP), a canister is a
fundamental building block that encapsulates an application or a smart contract. It is a secure and isolated
environment where code can be deployed and executed on the ICP network.
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Figure 8: Creation, Installing, and Reinstalling

Creation, Installation, and Reinstalling of canister code is shown in figure 8. A canister is essentially a
container that holds the code and data of an application or a smart contract. It is similar to a container in a
traditional computing environment but with some important differences. For example, canisters are designed
to be completely isolated from each other and from the underlying operating system. This means that even if
one canister is compromised, it cannot affect the security or stability of other canisters on the network.

Canisters are a key component of the ICP network because they enable developers to deploy and
execute code without having to worry about the underlying infrastructure. They also provide a high degree of
security and isolation, which is critical for applications that deal with sensitive data or transactions.
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Figure 9: Canister Upgrade

Figure 9 presents the upgradation of the canister. One of the main advantages of using canisters on the
ICP network is scalability. Because canisters are designed to be completely isolated from each other, they can



be deployed and scaled independently. This means that applications can be easily scaled up or down as
needed, without having to worry about the underlying infrastructure. Another advantage of using canisters on
the ICP network is interoperability. Canisters can interact with each other and with other components of the
ICP network, such as the Internet Identity (II) service, using open standards and protocols. This enables
developers to create complex applications that can leverage the full power of the ICP network.

Overall, canisters are a key component of the ICP network and provide a secure and scalable
environment for deploying and executing applications and smart contracts. They enable developers to focus
on building their applications, without having to worry about the underlying infrastructure or security
concerns.

D. Working Model:

The proposed work involves the development of a transaction history management system using
blockchain technology to reduce the misuse of funds with an immutable ledger without using traditional
databases. The system is developed using Motoko programming language and ICP Dfinity blockchain
platform.

The developed transaction history management system is based on a decentralized blockchain network,
where all transactions will be recorded and stored in an immutable ledger. The system developed using
Motoko programming language and deployed on the ICP Dfinity blockchain platform.
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Figure 10:Backend Code in Motoko

Figure 10 presents backend code in Motoko. The system consists of a smart contract responsible for
managing all transactions and maintaining an up-to-date record of the account balance. The smart contract is
developed using the Motoko programming language and deployed on the ICP Dfinity blockchain platform.
When an account holder performs a transaction, the smart contract will verify the transaction and record it in
the blockchain ledger. This will ensure that all transactions are transparent and tamper-proof, reducing the risk
of fraud and misuse of funds.
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Figure 11 presents the frontend code in javascript. To view the transaction history, account holders and
administrators can access the ledger through a user interface that displays all transactions, including the date,
time, type of transaction, and amount. The ledger is stored in a decentralized manner, ensuring that it is
available to all users at all times and cannot be manipulated.
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Figure 12: Motoko function declarations.

Figure 12 shows the function declaration part in Motoko.The proposed transaction history management
system using blockchain technology provides an immutable, transparent, and tamper-proof ledger to reduce
the risk of fraud and misuse of funds. The system was developed using the Motoko programming language
and deployed on the ICP Dfinity blockchain platform. The smart contract manages all transactions and
maintains an up-to-date record of the account balance, while the ledger will be stored in a decentralized
manner to ensure availability and security.

The impact of using blockchain technology to maintain transaction records can be significant compared
to traditional databases.



E. Results and Discussions

Canister SDK is installed. Build and deploy dApp on a local server. Free cycles are acquired to
power the dApp. “ Cycle wallets” are established to enable transfer cycles to other dApps that require them.
Deploy the dApp on the blockchain for public usage. The following are the steps to develop and deploy a
decentralized application (dApp).

IV. STEPS FOR IMPLEMENTATION

A. Installing Tools

° SDK installation:

Download and install the latest version of the DFINITY Canister smart contract SDK, called dfx, by
running the command below. dfx is natively supported on Linux or macOS 12.* Monterey or later.

° Install on Mac/Linux:
To install dfx, Table 1 presents the SDK installation.

Table 1: SDK installation

*“*bash

sh -ci "$(curl -fsSL https://internetcomputer.org/install.sh)"

tip
If you are using a machine running Apple silicon, you will need to have

[Rosetta] (https://support.apple.com/en-us/HT211861) installed. You can
install Rosetta by running

‘softwareupdate --install-rosetta” in your terminal.

° Install on Windows:

To install dfx, there is no native support for dfx on Windows. However, by installing Windows
Subsystem for Linux (WSL), Follow Microsoft's instructions for installing the Windows Subsystem
for Linux. Make sure Windows 10 (version 2004 or higher) or Windows 11 is running.

The SDK installation script installs several components in default locations on the local computer.
The following table describes the development environment components that the installation script
installs:

Table 2 presents the different components that get installed.


https://docs.microsoft.com/en-us/windows/wsl/install
https://docs.microsoft.com/en-us/windows/wsl/install

Table 2: Components that get installed

Component Description Default location

dfx DFINITY /usr/local/bin/dfx
execution

command-line
interface (CLI)

moc Motoko runtime ~/.cache/dfinity/versions/<VERSION>/moc
compiler

replica Internet computer ~/.cache/dfinity/versions/<VERSION>/repli
local network ca
Binary

uninstall.sh Script to remove ~/.cache/dfinity/uninstall.sh
the SDK and all of
its components

versions Cache directory ~/.cache/dfinity/versions
that contains a
subdirectory for
each version of the
SDK you install.

B. Core components in a versioned directory

The ~/.cache/dfinity/versions directory is used to store cached copies of the DFINITY SDK, but the
specific directory structure and contents can vary based on the system and installed components. Table 3
presents the contents of the directory.

Table 3 contents of the ~/ cache/dfinity/versions/0.9.3 directory

total 349192

drwxr-xr-x 17 pubs staff 544 Mar 15 11:55 .
drwxr-xr-x 4 pubs staff 128 Mar 25 14:36 ..
drwxr-xr-x 49 pubs staff 1568 Mar 15 11:55 base
drwxr-xr-x 20 pubs staff 640 Mar 15 11:55 bootstrap

-r-x------ | pubs staff 66253292 Mar 15 11:55 dfx

-1-x------ | pubs staff 10496256 Dec 31 1969 ic-ref

-r-x------ 1 pubs staff 5663644 Dec 31 1969 ic-starter

-1-x------ 1 pubs staff 9604 Dec 31 1969 libcharset.1.0.0.dylib
-r-x------ 1 pubs staff 38220 Dec 31 1969 libffi.7.dylib
-1-x------ | pubs staff 668300 Dec 31 1969 libgmp.10.dylib

-1-x------ | pubs staff 958248 Dec 31 1969 libiconv.2.4.0.dylib




-1-x------ 1 pubs staff 4200 Dec 31 1969 libiconv.dylib

-1-x------ 1 pubs staff 96900 Dec 31 1969 libz.1.2.11.dylib
-1-x------ 1 pubs staff 15417684 Dec 31 1969 mo-doc
-1-x------ | pubs staff 14634020 Dec 31 1969 mo-ide
-1-x------ | pubs staff 15111508 Dec 31 1969 moc

-1-x------ 1 pubs staff 49404128 Dec 31 1969 replica

C. Command-Line Reference

DFINITY's command-line execution environment, dfx, is a versatile tool for developing and managing
dApps on the Internet Computer platform. With dfx, allows to create, deploy, and manage dApps using
various flags and subcommands. To use dfx, simply need to enter the appropriate flags and subcommands for
the operation that you want to perform. For instance, use dfx deploy to deploy a dApp, or dfx canister to
manage a canister. The syntax for running dfx commands is straightforward and easy to use.

D. Basic Syntax
dfx [subcommand] [flag]

Depending on the subcommand, the options and flags that specify might apply to the parent command
or to a specific subcommand.

The dfx upgrade command allows you to check for and download any available updates to the
DFINITY SDK. Run this command, it compares the version of dfx currently installed with the latest version
available for download, and if a newer version is available, it automatically downloads and installs it. Keeping
DFINITY SDK up-to-date is important because it ensures access to the latest fixes and enhancements.

Syntax

dfx upgrade

E. Installing the Node.js

Node.js is necessary for rendering the frontend assets and so is necessary to complete this tutorial. Note
however that Node.js is not needed for canister development in general. It supports all stable versions of
Node.js starting with 12. Install 12, 14, or 16. Please note that Node 17 does not support Webpack’s api proxy
tool, so npm start may not work correctly.

Download the Node.js source code or a pre-built installer for the platform.

https://nodejs.org/en/download/

F. Motoko Programming Language

Motoko is a modern, general-purpose programming language use specifically to author Internet
Computer canister smart contracts.

The base directory in the versioned subdirectory of the SDK contains the Motoko base library modules
that are compatible with that version of the SDK.


https://nodejs.org/en/download/
https://internetcomputer.org/
https://internetcomputer.org/

G.  Create a New Project

A dfx project is a set of artifacts, including source code and configuration files, that can be compiled to
a canister. We Use Command Line Interface using command

dfx new [name]

The terminal output should look similar to this:

G ting new
CREATE
CREATE
CREATE
CREATE
CREATE
CREATE
CREATE
CREATE
Insta

CREATE
CREATE
CREATE

o -

D .
Creating git repository...

Figure 13: Terminal output when we create a new dfx project.

Figure 13, presents terminal output when we create a new dfx project.

H. Run dApp Locally

dfx has the ability to start a local execution environment for deploying dApps locally. This
environment is optimized for deployment purposes and is not a complete replica of the IC network. As a
lightweight environment, it is solely intended for efficient deployment of dApps.
Syntax

dfx start

5. rqojn-woasl-4fzor-aujbz-4bmjc
‘ (c-atnmo-xiahs-cklpy-jymf
V-We/1¢_cons 0
atlable validation context 15 smaller than the parent validation

context (locally available=ValidationContext { regist
' , time: Time( 1854167

Figure 14: Terminal output



Figure 14 presents terminal output. Register, build, and deploy the hello canister to the local execution
environment by running

Syntax

dfx deploy

Figure 15: Terminal output
Figure 15 presents terminal output. Use npm start to start the front-end.

Syntax

npm start

sent /

tota

1 29d 160 26m

Figure 16: Terminal output

Figure 16 presents terminal output. Deploying to Internet Computer Mainnet Deployment

Step 1 - Check the connection
To check the current status of the IC and the ability to connect to it, run the following command
dfx ping ic
The expected output is presented in table 4
Table 4: Expected Output

{

"certified height": 58554739 "ic api version": "0.18.0" "impl hash":
"4d21914baeebfd4f510746d571b70646d2dfe6cfcf06457d726d6eb66e7d696c"
"impl _version": "a2fd44dafbf4ac6c41b26575077199{847bc924c"
"replica_health_status": "healthy" "root key": [48, 129, 130, 48, 29, 6, 13,43,6, 1,4, 1,
130,220, 124, 5,3, 1,2, 1,6, 12,43, 6, 1,4, 1, 130, 220, 124, 5, 3,2, 1, 3, 97, 0, 129, 76,
14, 110, 199, 31, 171, 88, 59, 8, 189, 129, 55, 60, 37, 92, 60, 55, 27, 46, 132, 134, 60,
152, 164, 241, 224, 139, 116, 35, 93, 20, 251, 93, 156, 12, 213, 70, 217, 104, 95, 145, 58,
12,11, 44, 197, 52, 21, 131, 191, 75, 67, 146, 228, 103, 219, 150, 214, 91, 155, 180, 203,
113,113, 18, 248, 71, 46, 13, 90, 77, 20, 80, 95, 253, 116, 132, 176, 18, 145, 9, 28, 95,




135, 185, 136, 131, 70, 63, 152, 9, 26, 11, 170, 174]
}

Step 2: Connecting to the ledger to get account information

° Use the following command to confirm which developer identity that are currently using:
dfx identity whoami

° Use the following command to view the principal associated with the current identity:
dfx identity get-principal

° To get the account identifier associated with the developer identity, use this command:
dfx ledger account-id

° Finally, check the account balance using the following command:
dfx ledger --network ic balance

Step 3: Register, Build and Deploy

° Make sure to be in the root directory of the project.
° If necessary, install the node modules by running "npm install" in the project directory.
° Run "dfx deploy --network ic" to register, build, and deploy the application. This command installs

dApp on the Internet Computer blockchain mainnet.

° Check the command output to ensure that canisters are created, built, installed, and authorized
correctly.
° If enough cycles are not availble, add more by running
"dfx ledger --network ic top-up gastn-uqaaa-aaaae-aaafq-cai --amount 1.005"
° To get canister ID run command

dfx canister —network ic id [project_name] assets
This gives the canister ID that looks like this
ryjl3-tyaaa-aaaaa-ababa-cai
° To see the project which is live in blockchain, use this canister ID

https://[canister ID].raw.ic0.app

V. CONCLUSION

Blockchain technology has become a necessity in today's digital age due to its ability to provide secure,
decentralized, and transparent systems for various applications. As traditional centralized systems become
more vulnerable to hacking, fraud, and data breaches, blockchain offers a solution by providing a distributed
ledger system that is immutable and transparent. This technology has already been implemented in various
industries such as finance, supply chain management, healthcare, and voting systems.

In addition to providing secure and efficient transactions, blockchain technology promotes
decentralization by removing intermediaries such as banks and financial institutions in financial transactions.
This creates more opportunities for financial inclusion and empowerment, particularly in developing countries
where traditional banking services may not be readily available. The use of blockchain technology is
becoming increasingly necessary as society becomes more dependent on digital systems and transactions. Its
ability to provide security, transparency, and decentralization makes it a valuable tool in various industries and
applications.



The DFINITY Foundation, a Swiss-based not-for-profit organization, recognizes the potential of
blockchain technology and has a vision to create a blockchain singularity. The foundation aims to rebuild
every system and service using smart contracts that run entirely on the Internet Computer blockchain. As a
major contributor to the development of the Internet Computer blockchain, the foundation has the largest
R&D team in the blockchain industry. Furthermore, the Internet Computer blockchain is an open-source tool
that allows developers to build decentralized applications and smart contracts. With the development of
innovative technologies like the Internet Computer blockchain, the potential for future innovation in
blockchain technology is vast.

VI. CODE REFERENCE
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