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1. **Introduction:**

Optimization is not a common word for chemists. However, we do use optimization in our research in some way knowingly or unknowingly. Thus, in this chapter a discussion would be portrayed on different optimization techniques and off course the some of application in chemistry. The aim is to make people convinced to use optimization in their research which would be very helpful in some cases and may be could not be ignored sometimes.

1. **General discussion on optimization:**

In this chapter I would offer an integrated view on optimization algorithms. The algorithm would be analysed in a general perspective so that one could easily program with respect to their requirement. After that a review on different optimization algorithms would be discussed. However, the review is not extensive, some of the important or well used optimization algorithms would be included.

Optimization refers to selecting the best element from a set of feasible alternatives. It essentially involves minimization or maximization of a function by methodically selecting inputs in accordance with a predetermined algorithm. There is a long history of developing different optimization algorithm. Initially, optimisation was used to address some geometrical problems. Fermat and Lagrange found calculus-based formulas for identifying optima, while iterative methods for moving towards an optimum was proposed by Newton and Gauss. Historically, the first term for optimization was `linear programming' which was developed by George B. Dantzig. Although much of the theory had been introduced by Leonid Kantorovich in 1939 before Dantzig. The term programming is not related with anything concerning computer programming, rather it is used to refer to proposed training and logistics schedules of United State military. This was actually the problem studied by Dantzig. Later due to the volume of the problem dealt by optimization method, it is considered to be synonymous with computer programming. [1]

 **Variables:**

Depending upon the problem, the nature of variables that would be optimized (i,e the solution string) may differ. It may be a scalar or a vector. Another possible classification of variables depending upon the search space are integer or real numbers. For discrete search space the variable generally defined is an integer, whereas for continuous search space it would be real. However according to the way an optimization problem is defined, the search space may be interchanged from real to integer or vice versa. In some cases, variables may be defined as binary numbers also. As an example, we may take the evaluation of most stable state of spin-glass system. Again, in the problem of Travelling- salesman the variables are integer vectors. However, for most of the problems of chemists the optimizable variables are real numbers. Also, the problems discussed in this thesis mostly involve continuous search space of real numbers.

Sometimes the choice of variables used may be dictated by the optimization method used. Such as the representation of variables in binary numbers while using genetic algorithms and a discrete search space is used for ant colony optimization. However, these two optimizers might be used in solving continuous real number search space also and there are many reports in the literature in this context.

**Objective Function**

Optimization problem must have an objective function [2, 3] to be optimized to get the solution. It is some sort of mathematical function of possible solution variable, generally known as cost function for minimization problem and fitness function for maximization job.

If the system move following a single criteria to find optima, it would be a single objective optimization and the optimal solution would be maxima or minima (global) with respect to the potential surface of the system. To optimize the system to a certain value V*l* one may write the cost function as

However, it is not always possible to define an optimization problem in terms of single objective function. A problem may have more than one constraints. Objective function or cost function may explicitly contain multiple constraints for such kind of problem for searching the feasible solution. It is commonly known as *multi-objective* optimization problem. The corresponding objective function may be written as

where *x* is the possible solution variable and *g*(*i*) are the restraints.

An optimization problem is to basically find out the optimal solution with respect to the objective. In multi-objective problem there are more than one objective. For two conflicting objectives, each corresponds to a different optimal solution. When one would try to satisfy these two objectives simultaneously a set of optimal solutions appear which would be obtained by gain in one objective and loss in the other objective and vice versa. The objective function for the two conflicting objectives may be written as

Where and are the weight factor and the set of optimal solutions can be generated by varying these two parameters. When the optimal solution has preference of the second over the first objective and vice versa. Varying *α* and *β* one can generate a pool of optimal solutions where none of the solutions can be said to be better than the other. For an optimization problem with two completely conflicting objective, if these solutions are plotted with respect to the weight factor corresponding to the two objectives the curve generated is known as *parato-optimal front*.

But the objectives may not be conflicting always. In that case there should be an optimal solution which can satisfy all the objectives. Constraints are imposed as the form of functions of the variables, which are combined to define the complete objective function.

**Constraint**

Cases are there, where all the constraint to find the feasible solution, cannot be incorporated in the objective function for the optimization. Some limitations may be imposed by the nature of the problem or by the user so that certain objectives cannot be achieved. These constraints reduce the total search space to a *feasible search space*. The feasible search space is then actually sampled during optimization. Constraint can be mathematically expressed as the form of equality or inequality. Such as

Another common type of constrain that can be imposed is the side constraints. This is one that simply bounds the range of values that a variable can take on.

 **Algorithm of search**

Finally for optimizing variables with respect to an objective function and ensuring all the constraints imposed, one needs an algorithm which would decide how the system moves to the optimal solution. There are a number of optimization algorithms available in the literature which have applications in various fields like economics, engineering, basic research of science etc. These algorithms vary with respect to the philosophy by which they are inspired, the nature of search process, the criteria for the acceptance of a move etc. In the following section we have discussed some of such optimization algorithms before coming to the application part.

# **Classification of optimization algorithms**

Optimization techniques may be categorized into two major classes with respect to the principle to deal with the problem, one is deterministic and another is by probabilistic approach. A move during optimization can be defined as

Both the schemes involve the iterative update of solution vector. In the above equation x*i* is the solution vector at *ith* iteration and *Pm* is the probability to change the vector from the previous iteration by ∆*x*. But the form of *Pm* and ∆*x* are different in the deterministic and probabilistic schemes. Randomness is incorporated into the choice of *Pm* and ∆*x* in probabilistic algorithms.

Deterministic search process is usually very fast and quickly converge to the solution. But the limitation of the deterministic optimizer lies on its obvious search direction which basically causes local optimization. These searches are most often used if a clear relation between the characteristics of the possible solutions and their utility for a given problem exists. When the relation between the solution and the fitness or the cost function becomes complicated or the dimensionality of the search space is very high, deterministic search process will fail to find the global solution. Eventually for a system of even relatively small dimension, deterministic search would possibly involve exhaustive enumeration of the search space, which is not feasible. Also, in some practical problems such deterministic search direction is not available. All these reasons led to development of *Stochastic Optimization* techniques.

1. **Deterministic search**

A deterministic search algorithm is an algorithm which, given a particular input, will always produce the same output. Thus, these algorithms are initial point dependent and generally involve enormous enumeration of the search space.

A host of deterministic optimization algorithms exist [4], each with different applicability, efficiency, requirements, and robustness. One can make a classification among them that addresses unconstrained problem or more complicated constrained problem. Although the problem with constraint can be cast as an unconstrained minimization problem even if the constraints are active. Another way to differentiate these algorithms is whether the algorithm employs only functional evolutions or gradient vector or even the Hessian matrix calculation with respect to the optimizable variables. Table 1 categorize some of the algorithms for deterministic search according to the mentioned criteria from which some have been briefly discussed in this chapter

|  |  |  |
| --- | --- | --- |
|  | Unconstrained problems | Constrained problems |
| Only function evaluations | Golden section method | Simplex method |
| Function & gradient evaluations | Steepest descent method Conjugate gradient method Quasi-Newton method | Method of Lagrangemultipliers |
| Function, gradient & hessian evaluations | Newton's method  | sequential quadraticprogramming (sqp) |

Table: 1: Classification of deterministic optimization methods [4]

**Golden Section Method**

The golden section search [5] is a technique for finding the extremum (minimum or maximum) of a strictly unimodal function, i.e, a function with single extremum value. The process is carried out by narrowing the range of values of the variables in which the extremum is known to exist. From Figure 1, we can say that the minimum of the function `F' is in between x1 and x2 as the value of the function at is less than both the values of the function at . Now the Golden search method derives its name from the fact that the algorithm maintains the ratio of the distances between and same as the Golden ratio (1.61803...).



Figure 1: An unimodal one dimensional function

**Simplex Method**

Simplex method [6-9] was developed by George Dantzig in 1946. It provides us with a systematic way of examining the vertices of the feasible region to determine the optimal value of the objective function. It begins at an arbitrary corner of the solution set. At each iteration, the Simplex Method selects the variable that will produce the largest change towards the minimum (or maximum) solution. That variable replaces one of its compatriots that is most severely restricting it, thus moving the Simplex Method to a different corner of the solution set and closer to the final solution. In addition, the Simplex Method can determine if no solution actually exists. The algorithm is greedy since it selects the best choice at each iteration without needing information from previous or future iterations.

**Steepest Descent Method**

Steepest descent [10] is the simplest gradient based optimization technique. It is applicable to unconstrained problem with continuously differentiable search space. The move during the simulation is defined as

Here is the gradient of the search space at point and is a scalar quantity. would ideally be dependent on the iteration step and can be chosen in accord to some algorithm making the method more robust. The value of at th step depends on the gradient at th step. If the gradient becomes zero, the value of x will not be updated. Thus by updating iteratively using Eq (9) one can get the optimal solution when the gradient is zero. Although it is simple and easy to implement steepest descent method often suffer from convergence problem.

**Conjugate Gradient Method**

The efficiency of the steepest descent method can improve significantly by changing the search direction by extracting information about hessian from consecutive gradients [11, 12]

Where,

**Newton’s Method**

Newton’s method [13] involves the information of hessian along with function and gradient in iterative calculation. For pedagogical purpose, we consider a function with single variable. Applying Taylor series expansion

………………………(12)

and attains its extremum when its derivative with respect to is equal to zero, i.e. when

Now ,

Then

It is worthwhile to notice that the Newton’s method in optimization uses the second- derivative of the function because it is the zero-derivative equation that is solved by classical newton method. In multidimensional search space the derivative of the function is replaced by gradient and second-derivative by hessian.

The difficulty with this method of optimization is to evaluate the hessian matrix. Quasi- Newton methods [14] attempt to overcome the problem, as this method does not involve the explicit calculation of hessian. These make use of the gradient vector of the previous step to get the nature of the value of hessian.

**Method of Lagrange Multipliers**

If we consider a search space with equality constraint, say, , it may be written in the form of Lagrange function [4]

Then one can follow the routine by setting derivative of the function equal to zero. For optimal solution

More than one constraint-problem can be handled by adding Lagrange multipliers

**Sequential quadratic programming**

Sequential quadratic programming (SQP) [4] is an iterative method for nonlinear optimization. SQP methods are used on problems for which the objective function and the constraints both are continuously differentiable.

1. **Stochastic Search**

The limitations of traditional deterministic optimizational techniques in finding global solution in a complicated search space drive the \_eld of research to invent more and more efficient stochastic method-based optimization. Stochastic search algorithms are generally based on any physical or natural event or may follow the logic of a thermodynamical process. This includes all the method based on approximate reasoning (fuzzy logic [15] and probabilistic model [16]), probabilistic search (evolutionary algorithm, Monte Carlo based algorithm [17, 18], swarm-based algorithm), functional approximation (neural network [19, 20]).

1. **Monte Carlo Based algorithm**

Monte Carlo algorithm may be crudely defined as a statistical simulation by using a sequence of random numbers. It is generally used in problems having some uncertainty in inputs and many coupled degrees of freedom. In this method a system is considered to have a probability distribution function (PDF) and simulation may be performed by random sampling from the PDF. But all the system may not have a well-defined PDF. Thus, Monte Carlo based optimization algorithms follow a model, that the system is sampled initially in a broad PDF and with iteration the parameters defining the PDF are evolved to reduce the width of PDF in order to locate the global optima. The random search, direct Monte Carlo sampling and the random hill climbing methods might be viewed as direct sampling methods whereas Simulated Annealing, Quantum Annealing and Parallel Tempering fall under the rubric of "random walks" as introduced by Metropolis [21].

**Random Search:**

Random search [22, 23] may be the simplest one among all the stochastic algorithms. The algorithm is very easy to code, but has an appreciable effectivity in solving problems with reasonable dimension, and also flexible to cast systems with continuous as well as discrete variables. Moreover, computational cost is manageable for this method. In the method the iterative modification of the variables go through a random event and the current vector is updated to minimize the objective function and the process goes on until the optimal solution is reached. According to the type of modifying the vectors Random Search method may be classified into two classes. In one class the vectors are randomly generated in each iteration, known as Blind random search, and another one is Localized random search, in which a local search is done around a guess solution to obtain a new vector.

**Random Mutation Hill Climbing (RMHC):**

Random Mutation Hill Climbing [24, 25] is similar to local random search but only involves mutation or modification of the current solution vector randomly, based on a user defined probability of mutation for each vector dimension.

 **Simulated Annealing (SA):**

Simulated Annealing [26, 27] is a stochastic optimization scheme which mimics the physical process of annealing to produce the best thermodynamic state of alloy. In thermodynamic annealing process, the molten mixture is prepared at a sufficiently high temperature (known as starting annealing temperature) and then gradually cooled to get the most stable state of alloy. SA follows exactly the same principle. The simulation starts at a high temperature, T*at* (annealing temperature) and then the annealing temperature is slowly decreased with a specific rate, known as the annealing schedule. At high T*at* more and more area of the search space is sampled and gradually with the lowering of temperature the extent of area for sampling is decreased and finally becomes directed towards the optimum solution. During simulation, the parameter set obtained in each iteration is fed into the calculation to get the objective function, popularly known as the cost function. The cost has to be minimized with simulation and for the optimum solution it must tend to zero.

During the course of optimization, if the surface is rugged, there is always a finite probability of being trapped in a local minimum. If one has to come out of these local attractive basins, temporarily one needs to accept moves in which the cost function might increase in magnitude, with the eventual goal being to reduce it to zero. This is implemented in SA by controlling the thermal fluctuation, which is induced by the annealing temperature . The thermal fluctuation is used to cross the energy barrier separating one minimum from the other. This is technically implemented by the so-called Metropolis Test. A quantity “” is defined which is, . Here, is the value of the cost function for the present move and is the one for the previous move. If “” is negative, the move is accepted straight away. If not, it is subjected to the Metropolis test. The probability of accepting a move in Metropolis test is

 can be between 0 and 1. A random number between 0 and 1 is invoked and if is greater than the called random number the move is accepted. At higher Tat, will be close to 1 and more moves will pass the Metropolis test. The physical meaning is that at higher simulation temperature, due to strong thermal fluctuations, a greater length of search space is sampled and nearly all moves become accepted. As the simulation proceeds, is gradually decreased by following some scheme, known as annealing schedule. At low Tat, lesser number of moves pass the Metropolis test and only those moves for which the cost function predominantly decreases are accepted and in the limit of , the correct solution or the global minimum is found out.

**Parallel Tempering (PT):**

In this optimization scheme, one starts the search with different temperatures simultaneously. The temperature of a particular zone remains constant during the simulation. The temperature zones are dispersed from higher to lower range. The simulation at high temperature would sample a large area of search space than the one at a lower temperature. As in SA the system makes many moves and the move with lower cost is accepted. If the value of the cost function of a move is higher than the previous one, the move is subjected to Metropolis Test. Maximum moves in the high temperature zones will be accepted, whereas the probability of passing the Metropolis Test gradually decreases with the decrease in temperature of the different zones. The unique feature of PT is that swapping of search locations among these temperature zones is allowed. The swapping probability [28] is

Where is the difference in the inverse of temperature of two zones and is the difference in cost of the same two zones.

This feature allows for a more efficient sampling of the search space both in terms

of computational time and the quality of the solution achieved.

**Tabu Search:**

Tabu Search in its present form was given by Glover [29]. Generally, in other search techniques only the information about the best one, so far found, is stored, where as in TS the course of finding the solutions are stored. Tabu Search extends hill climbing by the concept that it declares solution candidates which have already been visited as tabu. Hence, they must not be visited again and the optimization process is less likely to get stuck on a local optimum and this is the effectivity of the technique.

**Quantum Annealing:**

Quantum Annealing [30, 31] employs the quantum fluctuation to anneal the system down to global minima. Unlike classical annealing, where the thermal fluctuation is used to cross barrier, tunnelling is the reason behind the fluctuation in Quantum Annealing. In the algorithm the cost function is represented by a classical Hamiltonian () and a suitable quantum annealing term is defined (). Then one may write

The solution of this time-dependent Schrdinger Equation approximately describes the tunnelling dynamics of the eigen states of . Like thermal fluctuations in(classical) simulated annealing, the quantum (tunnelling) fluctuations owing to helps the system to come out of the local minima. If for ,the system eventually settles in one of the eigenstates of ; hopefully the ground state. The effectivity of this technique over simulated annealing (classical) lies on the adiabaticity of quantum evolution, i.e., it offers sufficiently slow annealing and the possibility to get trapped in a local minimum may decrease.

1. **Evolutionary Algorithm:**

The algorithm of stochastic optimization based on the evolution of species in nature probably acts the best of optimizers. The species evolve according to the Darwinian concept of \survival of fittest". Only those survive which are \_t to interact with surrounding and reproduce. For evolution the physical processes occurring, are selection, mutation, competition and reproduction [32], and these operations incorporated in evolutionary optimization to evolve the trail solutions (initially chosen) to get the best solution or global solution.

The three different kinds of evolutionary algorithms are [33-35]

* Evolutionary Programming [36]
* Evolutionary Strategies [37, 38]
* Genetic Algorithm [39, 40]

**Genetic Algorithm:**

Akin to genetics, GA [25, 39-46] uses analogues of selection, crossover, mutation operations to find the optimum solution. The simulation starts from a pool of trial solutions (generated randomly) and not a single one as is the case with most search techniques. The individual solutions are popularly known as strings. How far are the individual strings from the optimal solution is described in terms of the fitness function. The calculation of fitness function are problem specific. Generally, GA follows the maximization of objective function or \_t function.

The simulation is started with the solution pool containing strings of low fitness. These strings are iteratively subjected to the operations of selection, crossover and mutation, till a string is obtained with fitness value close to one (which is the desired solution). The operational details of the three operations are as follows:

Selection: In this operation, some of the strings in the solution are selected for the next operation. The strings of relatively higher fitness have greater probability of being selected**.** There are various ways of doing the selection and we have used the “roulette wheel procedure" or the “elitism" procedure. Selection will discard strings of low fitness, create multiple copies of the ones with high fitness and thereby increase the average fitness of the solution pool.

Crossover: In conventional genetics, exchange of information occurs to produce fitter individuals and better genes. This phenomenon is called crossover. In GA crossover of data occurs among pairs of strings. There is a crossover probability, which is defined for a particular simulation process. This controls the number of strings which are picked up for crossover. Among the selected strings, pairs are arranged randomly and exchange of information takes place by partial swapping of the information contents in the strings. Hence this process introduces new variety and information in the solution pool, which was absent at the beginning.

Mutation: Mutation is very rare event in conventional genetics and so is it in a GA optimization. In genetics, mutation means sudden change in genetic structure. We set the mutation operation in simulation as

Where is a random number, is either 1 or 2 and is maximum allowed change. Thus any element in the solution pool has been chosen (randomly) and it becomes after mutation. Mutation is the source of introducing absolutely new information into the solution pool. Mutation is a beneficial operation, but a high mutation probability can offset the beneficial effects and so one must exercise some caution while using it.

Conventionally the solution pool in GA contains infinite number of strings. However in practice a GA simulation is carried out with only a finite number of strings to keep a balance between efficiency and efficacy.

1. **Different arena where optimization is used by chemists:**

Application of optimization in various disciplines of chemical physics is unquestionable. Usage of stochastic search algorithm or soft computing techniques (more general abbreviation) as a method of optimization expedites many area of research in chemical physics. Increasing demand for global optimization in this field motivates chemical physicists not only to apply these algorithms, but also to develop new soft computational algorithm or to make modification in existing algorithms according to perspective.

Literature is enriched with lots of applications of soft-computational algorithms in chemical physics. In this review we can allow us only for a very brief discussion about the applications of optimizations, rather stochastic optimization techniques in different avenues of chemical physics.

**Geometry of Atomic and Molecular Cluster**

Stochastic optimizer had made easy access in obtaining proper geometrical shape of cluster. The clusters may be made of some kind of lattice points or atoms or even molecules. To optimize cluster structures one need to get the global minima on the potential energy surface as generally the structure of a cluster very close to the most minimum energy point of an appropriate potential energy surface. Literature is enriched with the example of getting cluster structure using different types of stochastic optimization algorithms, such that Basin Hopping Monte-Carlo, Genetic Algorithm, simulated annealing, Parallel Tempering. Now a days particle swarm optimization algorithms have also been practiced to evaluate structures of complicated systems. Staring from noble gas to metallic clusters, molecular clusters, ionic clusters have been optimized using stochastic search method [47-62]. The stochastic search algorithms can be clubbed with quantum chemistry package [63,64] which actually gives the field of structure optimization a leap.

**Reaction Path**

Optimization algorithm can be used to extract information about transition state and transformation path also. Only one need to design the objective function accordingly so that transition state or the whole path could be optimized. Here also the optimization variables are the co-ordinates of the atoms of the molecular system. Many reports are there where optimization algorithms have been used in different manner to get the transition state or the whole reaction path [65-67].

**Kinetic Parameter Estimation**

Systems biology deals with the computational and mathematical modelling of complex biological systems. In doing so one has to successfully analyse the findings from high-throughput experiments. This leads to employ the inverse problem in system biology [68, 69]. The major use of inverse problem is in parameter estimation from experimental data sets. Optimization search algorithms can be used for this purpose. By taking the experimental finding as an objective one can optimize the kinetic parameter set [70-72].

**To Control Quantum Phenomena**

Controlling quantum phenomena is one of the promising fields of research. Emerging improvement in laser (rather femtosecond laser) spectroscopy supplies the tool for doing quantum control. A properly designed laser pulse can actually manipulate a quantum phenomenon like selective control in photochemical reactions, tunnelling or barrier crossing dynamics. Now designing a proper laser field is a non-trivial job and stochastic optimizer can be applied in this occasion [73-77]. In such cases the optimization variables would be the pulse parameters, i.e intensity, frequency, pulse width etc and objective function could be designed according to the objective of the problems. Generally single-color pulse fails to achieve the objective, but polychromatic pulse could be designed by optimization algorithms which in most cases give good results.

1. **Epilogue:**

There is vast scope of using optimization in chemistry. Some of them are only discussed. The algorithm could be used directly in designing experiments also. Pulse shaping could be merged with the experimental set-up to tune the results. Now there is a huge scope of using Artificial Intelligence (AI) in different aspects of chemistry which is one of the frontier topics of research in chemistry, especially computational chemistry.
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